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ABSTRACT

We introduce refinement in the function-betwaur-structure frameork for design, as
described by John Gero, in order to deal with corifyle We do his by connecting the
framaworks for the design of taymodels, one the refinement of the oth&he result is a
framavork for the design of an object that supportgele of abstraction in the design.
This framevork can easily be extended for the design of an object on more tlsan tw
levels of abstraction.
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1. Introduction

In software engineering, dealing with complexity is a major issue and it is the ground fosaftarare
development methodologies. Most of these methodologiegeher do not take into account the nature and
process of design. Each methodology has its success statiesigbcan seldom relate it to a more abstract
frameawork for design. A well-known method for dealing with complexity in other engineering disciplines
is modelling. By making a model one canveaut some detail and concentrate on the bigger picture.
Even a model can be too complicated, in which case one camamaddel for the model.This results in a
design consisting of geral levels, each higher lel abstracting from details on the loweréts.

This is picked up in softare engineering as well and resulted in model based softwaglemtaent and
similar approachesDespite this, the problem with software engineering remains that the desiggelg lar
focused on a too o levd of abstraction. Thigs caused by the fact that software is build cheaplg can
be done wer and over again. Thismalkes it possible to test on the lowestdeand often results in a race to
the lowest led to start testing early in the design procegsstep up to a higher Vel of abstraction to
repair design flas is easily replaced by fixing the design on the lowest.ldn that process, the higher
level design is discarded and complexity is taken into the lowedslénstead of dealing with it on the
higher levels of design.

In our view it is better to incorporate methodologies that fallthe nature and process of design oress
levels of abstraction. An importanaétor in this is the knowledge of what design really is. John Gero has
described a general framerk for design [1] that is based on function, bebar, and structure of the
object to be designed. This framak, havever, omits levels of abstraction. Although one can argue that
through the reformulation processes of this framr& it is possible to ha levds of abstraction in the
design, the ledls of abstraction then are only implicit in the design procéss.a thorough understanding
and eecution of the design process it would be better toanhk levels of abstraction explicit in the
design process.

In section 2 we ge an overview of the function-behaour-structure frameork for design. We introduce
refinement in this franveork in section 3 in order to supportvéts of abstraction in the design process

explicitly.

2. TheFunction-Behaviour-Structure Framework

In [1] Gero describes a franverk for design that has sufficient power to capture the nature of the concepts
that support design processes. This fraork, that irvolves the relation between function, belbar, and
structure of a design, can be applied tg angineering discipline.Together with Kannengiesse®ero



describes the frama@rk in [2] in relation with the environment in which designing takes place, accounting
for the dynamic character of the cortteWe gve an orerview of the elements and processes that form the
function-behaviour-structure (FBS) framark.

The FBS frameork elements has the following elements.

function ) The set of functions expressing the requirements and olgedtat must
be realized by the object.

structure §) Describes the components of the object and their relationships.
expected behaviouB;) The set of expected behaviours to fulfill the functian
structure behavioul;) The set of behaviours the struct@exhibits.

description D) The description of the designyaig all the information to build the object,
and what more there is to km@bout the design.

These elements are connected in the freorie by processes (Figure 1).
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Figure 1 The FBS fram&ork
An outline of the process of the FBS framoek is given below.

formulation & - Bg) Transforming the functior into behaviour that is expected from the

object.

synthesisB, —» S) Transforming the xpected behaviour into a solution intended xdbileit
this behaviour.

analysis § - By) Deriving of the actual behaviour from the synthesized structure.

evduation B, « By) Comparing the behaviour deed from the structure with thexpected
behaviour.

documentation§ —» D) Producing the design description for the constructing or nzentwfing of
the object.

In addition the framgork contains reformulation processes that are carried out, based on the outcome of
the evaluation of behaviours.

structure reformulationy - S)
Changing of the structure in order to obtain a behaviour that is more in line
with the expected behaviour.

behaviour reformulation - By)
Adjusting of the expected behaviour that fits the required function and is
more in line with the behaviour of the structure.

function reformulation$ — F)
Changing of the function due to a better insight in the problem.



3. Refinementof the FBS framework

To capture refinement in design we combine FBS fraonks into a frameork (R-FBS) that shavs
different levels of abstraction.We @nsider the design of twmodels,M and M’, for a particular system.
The modelM' is supposed to be aithful implementation of the mod&l. This has as a consequence that
the two models both represent the system but on differarddeof abstraction. Both models Ve their
own design processBS and FBS, each of which can be described by the function-biehe-structure
framework for design.

Because the mod®l’ on the lower leel of abstraction is an implementation of the moleln the higher
level of abstraction, the descriptio® for model M contains information for the design of moddl.

Because the modéll’ is a refinement of the mod#, the structureS' in the design procedsBS is a
refinement of the structur8 in the design procesBBS. The relations described al® ketween the
elements in the design procesE&SandFBS for the two models is shown in Figure 2.
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Figure 2 Design framerork for two models

We like to integrate the tw design processes, so that the processes that play a role in the refinement,
evdution of the refinement, and reformulation of the refinement become tfetwe following sections we
describe her these design processes can be interconnected and what the consequences areefall the o
design process.

3.1 Refinement

Each element oFBS can be considered a refinement of the associated elemeEBtSofln the following
we describe hwe the refinement processes between theftamavorks tale pace.

Functionality refinemen{ D, F} - F')
As the structurés consists of the components and their interaction for mildehe description
D describes the functionality of these components and the interactioissthis functionality
together with functionality= that makes up the functionalify’ for modelM'. This refinement
of functionality is indicated by 1 in Figure 3.

Expected behaviour refinemefig;, F'} - B.')
The expected bekiur B, can be obtained by refining the expected biela B, with
refinements extracted froR. This is indicated by 2 in Figure 3.

Structure refinemen{ §, B,'} - S)
In a FBS framwork the structure is synthesized from the expected behaviour of the nvudel.
cannot obtain the structuf from B,' in this way, sSnce S’ must be a refinement & We have



to synthesizeS' from S and use refinements that are basedBgn This is indicated by 3 in
Figure 3.

Documentation refinement, S} - D')
The descriptionD' is the addition of the descriptio® and the description of the refinement
processes. This indicated by 4 in Figure 3.
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Figure 3 Refinement processes in the design fraonk

3.2 BehaviouEvaluation

Besides the beki@ur evalution on both lgels, we hae o check if M' is a true implementation dfl. We

can do this by comparing a refinBd with BS'. But that leaes us with the problem hw to refineB;. We

can havever do the reverse. Instead of refininBs we can abstradd,’ and compare it witlBs (Figure 4). If

the behaiours do not match, the refinement process is wrong and has to be adjusted. The adjustment can
be done through reformulation processes described in the next section.

Figure 4 Refinement edluation process in the design framek



3.3 Reformulation

The design frameorks for the model$/1 and M’ contain reformulation processeBor the modelM these
are the standard processes described eailiefor the modeM' the reformulations hee o be sich that
the elements stay within the refinements of their corresponding abstract elements.

The situation can occur that a reformulation of one of the elements for mddel necessary and that
because of this reformulation it no longer conforms with the corresponding abstract element favimodel

In that case, the current design must be rejected and a reformulation of the corresponding element for
modelM have  take gdace. Allthe reformulation processes are shown in Figure 5.
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Figure 5 Reformulation processes in the design framr&

4. Conclusions

We introduced refinement in the FBS framoek by connecting franweorks for the design of tavmodels,

one model the refinement of the oth&he resulting frameork (R-FBS) can be used for the design of an
object on tw levds of abstraction. In a similaray, R-FBScan easily be further extended to a framek

for the design of an object on more tham tevds of abstraction.We @an turnR-FBS into the original
framavork by considering the refinement processes as reformulations and abstract from the details of the
refinement processetn R-FBSthe levels of abstraction in the design are maxplieit. This R-FBScan

be used to deslop several models that are related to each other through refinement and abstraction.
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