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1 Introduction

The communication mechanism between client and server tasks can be mod-
elled by a simple rendezvous model. The intuition here is that a process—the
client—when executed places its requests into a request buffer. These requests
are taken from the buffer by another process—the server. After some process-
ing, prescribed by actions of the server, the server returns a Boolean reply
indicating success or failure of the request.

In this note in the honour of John-Jules Meyer’s 50th birthday we shall de-
scribe the algebra of state services which corresponds to the server side of the
communication model. We shall prove a theorem concerning the boundedness
of the number of equations needed to specify finite minimal state services
within the mathematical framework of the initial algebra semantics for data
types. This theorem is inspired by earlier results on boundedness properties of
equational specifications by the first author and John-Jules Meyer in [3] and
[4]. For general considerations on this subject we refer to [2].
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2 Equational specification of services

State service algebras are algebras with three domains: S (services), St (states)
and B (Booleans). There are five constants 0,¢ € S (deadlock and the empty
service), T, F' € B and the initial state Sq € St, a unary service function
S : St — S, two binary functions <+ ,-: S xS — S (preferential choice
and sequential composition), and a ternary function - < > _: Sx B Xx S
(if b then S else S'). The rest of the signature is generated by a set A of
actions: there are constants a+,a— € S denoting the service consisting of
the processing of action a followed by a positive or negative reply, a unary
mapping effect, : St — St turning a state into the state obtained after the
execution of a, and a unary function reply, : St — B assigning to each state
the Boolean reply returned after the action a is carried out. More formally,

Definition 2.1 Let A be a set of actions.

(1) The signature of state service algebras is ¥4 = (5,Q4) with the set of
sorts S = {5, St, B} and the set of operations

Qq ={0,e:S,T,F:B,S, : St}
U{S:5t—=S5«+ ,-:SxS—=5, _<_p>_:SxBxS}
U{a+,a— : S, effect, : St — St,reply, : St - B | a € A}

Notice that the reduct ({St,B},{Sy : St} U {effect, : St — St,reply, :
St — B | a € A} is a particular two-sorted monoid which was coined
process algebra in [3]. In later work of the first author, e.g. [1], this term
is used in a different setting.

(2) A state service algebra 8 is a ¥4 algebra satisfying the axioms

e- X=X
X-e=X
0-X =9
o+ X=X
X+ 0=9

X+ Vet Z=X« (Y &+ 2)
(X-Y)-Z=X-(Y-2)
X+ V) Z=(X-2)« (Y-2)
X<aT>Z=X
X<aF>Z=2



at+ X 4+ at+ Y =a+-X
at+t- X4+ a—-Y=a+ X
a—- X+ at+-Y=a—-X
a—- X+ a—-Y=a—-X
aZb=at+ - X+ b+-Y=b+-Y <+ a+-X
aFb=a+- X+ b—-Y=b—-Y 4 a+-X
atb=a— - X+ b+ Y=0+-Y &+ a— X
a#tb=a— X+ b—-Y=0—-Y+ a—- X

Note that the preferential choice is deterministic on services performing
the same action. We say that 8 is finite if St is finite, and minimal if St
is generated by the initial state Sy and the functions effect, with a € A.

We give three examples of state service algebras.
Examples 2.2

(1) The first example is the finite state service of a single boolean value that
can be set and read. We let §_bool be the state service algebra with the
two states 0 and 1 and A = {set : 0,set : 1,eq:0,eq: 1} and

S(0) = set : 0+ -5(0) <+ set:1+4-S(1) «+ eq:0+4+-5(0) + eq:1—-5(0)
S(1) = set : 0+ - 5(0) <+ set:14-S(1) «+ eq:0—-S5(1) ++ eq:1+-5(1)

(2) As a second example we consider the infinite natural number counter
with a test on 0 and increment and decrement actions. Here we have the
states 0,1,2,..., A ={eq : 0,inc, dec} and

S(0) =eq:0+-5(0) + inct+-S(1) <+ dec— - S(0)
Sn+1)=eq:0—-S(n+1) 4 inct-S(n+2)«+ dect-S(n)

(3) Our last example specifies a stack of Booleans with a test on emptiness
and the top value, and push and pop actions. Here St = {o | 0 € {0,1}*},
A = {isempty, push : 0, push : 1, pop,topeq : 0,topeq : 1} and

S(<>) = isempty+ - S(<>) <+ push: 0+ - S(0) ++ push:1+-S(1)
“+ pop— - S(<>) «+ topeq: 0— - S(<>) «+ topeq:1—-S(<>)
S(00) = isempty— - S(00) ++ push : 0+ - S(c00) <+ push : 1+ - S(c01)
“ pop+ - S(o) ++ topeq : 0+ - S(00) <+ topeq : 1—- S(00)
S(ol) = isempty— - S(ol) <+ push: 0+ - S(c10) <+ push : 1+-S(o11)
“+ pop+ - S(o) «+ topeq: 0— - S(ol) + topeq: 1+ -S(ol)



3 The theorem

Our theorem gives an upper bound for the number of equations needed to
specify the service function for finite minimal service algebras in terms of the
number of its actions.

Theorem 3.1 Let A = {ay,...,ax} be a set of k£ actions and 8§ be a finite
minimal state service algebra. Then S can be specified involving at most 1442k
auxiliary unary functions and 92 + 5k equations.

Proof. Let A" = {a | a € A & reply; ' (T) # O # reply; ' (F)}. Choose for
every a € A’ functions t, : St — reply; '(T) and f, : St — reply, ' (F) such
that

o YV € reply, }(T) t,(z) = z, and
o YV € reply, ' (F) f.(x) = =x.

Note that we then have

o Vx reply,(z) =T & t,(x) = x, and
o Vx reply,(z) = F & fu.(x) = .

By the theorem in [3] we can specify the unoid
(St, {So} U {effect, | a € A} U {ta, fu | a € A})

by 12 hidden individual constants, 13 hidden unary functions and 90 + (1 +
k + 2 x |A']) equations. We replace the individual constants by an unary
enumeration function. We can now specify the reply function by the equations

reply,(x) =T if reply,(St) = {T'}
reply,(x) = F if reply,(St) = {F'}
reply,(to(z)) =T ifae A
reply,(fo(x)) = Fifae A

This amounts to another [A — A’| + 2 x |A’| equations. The last equation is

S(z) = a1+ - S(effect,, (x)) < reply,, (x) > a1— - S(effect,,)
(-'- P

(-*_ ..
 arpt - S(effect,, (x)) < replyq, (v) > ap— - S(effect,, (x))



Adding up we arrive at

N+1+k+|A-A|+4x|A[+1<92+5k

equations. O

Remark 3.2 In a process algebra setting such as in [1] the specification of
the service function S can be given in a slightly more compact way by

S(x) = r(ay) - s(reply,,) - S(effect,, (x))
+ “ ..

+ “ ..
+r(ax) - s(replya, ) - S(effect,, (z))

with read and send actions r(ay),...,r(ax), s(replyas,), ..., s(reply,, ). Here,
however, choice will be non-deterministic.
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